**[Lecture 8](https://cs50.harvard.edu/python/2022/notes/8/" \l "lecture-8)**

* [Object-Oriented Programming](https://cs50.harvard.edu/python/2022/notes/8/#object-oriented-programming)
* [Classes](https://cs50.harvard.edu/python/2022/notes/8/#classes)
* [raise](https://cs50.harvard.edu/python/2022/notes/8/#raise)
* [Decorators](https://cs50.harvard.edu/python/2022/notes/8/#decorators)
* [Connecting to Previous Work in this Course](https://cs50.harvard.edu/python/2022/notes/8/#connecting-to-previous-work-in-this-course)
* [Class Methods](https://cs50.harvard.edu/python/2022/notes/8/#class-methods)
* [Static Methods](https://cs50.harvard.edu/python/2022/notes/8/#static-methods)
* [Inheritance](https://cs50.harvard.edu/python/2022/notes/8/#inheritance)
* [Inheritance and Exceptions](https://cs50.harvard.edu/python/2022/notes/8/#inheritance-and-exceptions)
* [Operator Overloading](https://cs50.harvard.edu/python/2022/notes/8/#operator-overloading)
* [Summing Up](https://cs50.harvard.edu/python/2022/notes/8/#summing-up)

[**Object-Oriented Programming**](https://cs50.harvard.edu/python/2022/notes/8/#object-oriented-programming)**（面向对象编程）**

* There are different paradigms（范式） of programming. As you learn other languages, you will start recognizing patterns like these.
* Up until this point, you have worked procedurally step-by-step.
* Object-oriented programming (OOP) is a compelling solution to programming-related problems.
* To begin, type code student.py in the terminal window and code as follows:
* name = input("Name: ")
* house = input("House: ")
* print(f"**{**name**}** from **{**house**}**")

Notice that this program follows a procedural, step-by-step paradigm: Much like you have seen in prior parts of this course.

* Drawing on our work from previous weeks, we can create functions to abstract away parts of this program.
* **def** main():
* name = get\_name()
* house = get\_house()
* print(f"**{**name**}** from **{**house**}**")
* **def** get\_name():
* **return** input("Name: ")
* **def** get\_house():
* **return** input("House: ")
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how get\_name and get\_house abstract away some of the needs of our main function. Further, notice how the final lines of the code above tell the compiler to run the main function.

* We can further simplify our program by storing the student as a tuple（元组）. **A tuple is a sequences of values. Unlike a list, a tuple can’t be modified（修改）**. In spirit, we are returning two values.
* **def** main():
* name, house = get\_student()
* print(f"**{**name**}** from **{**house**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** name, house
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how get\_student returns name, house.

* Packing that tuple, such that we are able to return both items to a variable called student, we can modify our code as follows.
* **def** main():
* student = get\_student()
* print(f"**{**student[0]**}** from **{**student[1]**}**") **二元组传递）**
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* return (name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice that**(name, house) explicitly tells anyone reading our code that we are returning two values within one.** Further, notice how we can index into tuples using student[0] or student[1].

* tuples are immutable,（不可变的） meaning we cannot change those values. Immutability is a way by which we can program defensively.
* **def** main():
* student = get\_student()
* **if** student[0] == "Padma":
* student[1] **=** "Ravenclaw"
* print(f"**{**student[0]**}** from **{**student[1]**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** name, house
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice that this code produces an error. Since tuples are immutable, we’re not able to reassign the value of student[1].

* If we wanted to provide our fellow programmers flexibility, we could utilize a list as follows.
* **def** main():
* student = get\_student()
* **if** student[0] == "Padma":
* student[1] = "Ravenclaw"
* print(f"**{**student[0]**}** from **{**student[1]**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** [name, house]
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Note the lists are mutable（可变的）. That is, the order of house and name can be switched by a programmer. You might decide to utilize this in some cases where you want to provide more flexibility at the cost of the security of your code. After all, if the order of those values is changeable, programmers that work with you could make mistakes down the road.

* A dictionary could also be utilized in this implementation. Recall that dictionaries provide a key-value pair.
* **def** main():
* student = get\_student()
* print(f"**{**student['name']**}** from **{**student['house']**}**")
* print(f"{student["name"]} from {student["house"]}") --------(X)
* **def** get\_student():
* student = {} 初始化
* student["name"] = input("Name: ") 键值1输入
* student["house"] = input("House: ") 键值2输入
* **return** student 返回结构体
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice in this case, two key-value pairs are returned. An advantage of this approach is that we can index into this dictionary using the keys.

* Still, our code can be further improved. Notice that there is an unneeded variable. We can remove student = {} because we don’t need to create an empty dictionary.
* **def** main():
* student = get\_student()
* print(f"**{**student['name']**}** from **{**student['house']**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** {"name": name, "house": house}
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice we can **utilize {} braces in the return statement to create the dictionary and return it all in the same line.**

* We can provide our special case with Padma in our dictionary version of our code.
* **def** main():
* student = get\_student()
* **if** student["name"] == "Padma":
* student["house"] = "Ravenclaw"
* print(f"**{**student['name']**}** from **{**student['house']**}**")
* 【！！注意这里是单引号！！】
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** {"name": name, "house": house}
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how, similar in spirit to our previous iterations of this code, we can utilize the key names to index into our student dictionary.

[**Classes**](https://cs50.harvard.edu/python/2022/notes/8/#classes)**（类）**

* Classes are a way by which, in object-oriented programming, we can create our own type of data and give them names.
* **A class is like a mold for a type of data – where we can invent our own data type and give them a name.**
* We can modify our code as follows to implement our own class called Student:
* **class** **Student**:
* ...
* **def** main():
* student = get\_student()
* print(f"**{**student.name**}** from **{**student.house**}**")
* **def** get\_student():
* student = **Student**()
* student.name = input("Name: ")
* student.house = input("House: ")
* **return** student
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice by convention that Student is capitalized. Further, notice the ... simply means that we will later return to finish that portion of our code. Further, notice that in get\_student, we can create a student of class Student using the syntax student = Student(). Further, notice that we utilize “dot notation” to access attributes of this variable student of class Student.

* Any time you create a class and you utilize that blueprint to create something, you create what is called an “object” or an “instance”. In the case of our code, student is an object.
* Further, we can lay some groundwork for the attributes that are expected inside an object whose class is Student. We can modify our code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* self.name = name
* self.house = house
* **def** main():
* student = get\_student()
* print(f"**{**student.name**}** from **{**student.house**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* student = **Student**(name, house)
* **return** student
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice that within Student, we standardize the attributes of this class. We can create a function within class Student, called a “method”, that determines the behavior of an object of class Student. Within this function, it takes the name and house passed to it and assigns these variables to this object. Further, notice how the constructor student = Student(name, house) calls this function within the Student class and creates a student. self refers to the current object that was just created.

* We can simplify our code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* self.name = name
* self.house = house
* **def** main():
* student = get\_student()
* print(f"**{**student.name**}** from **{**student.house**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** **Student**(name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how return Student(name, house) simplifies the previous iteration of our code where the constructor statement was run on its own line.

* You can learn more in Python’s documentation of [classes](https://docs.python.org/3/tutorial/classes.html).

[**raise**](https://cs50.harvard.edu/python/2022/notes/8/#raise)

* Object-oriented program encourages you to encapusulate（封装） all the functionality of a class within the class definition. What if something goes wrong? What if someone tries to type in something random? What if someone tries to create a student without a name? Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* **if** **not** name:
* **raise** **ValueError**("Missing name")
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* self.name = name
* self.house = house
* **def** main():
* student = get\_student()
* print(f"**{**student.name**}** from **{**student.house**}**")
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** **Student**(name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how we check now that a name is provided and a proper house is designated. It turns out we can create our own exceptions that alerts the programmer to a potential error created by the user called raise. In the case above, we raise ValueError with a specific error message.

* It just so happens that Python allows you to create a specific function by which you can print the attributes of an object. Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house, patronus):
* **if** **not** name:
* **raise** **ValueError**("Missing name")
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* self.name = name
* self.house = house
* self.patronus = patronus
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* **def** main():
* student = get\_student()
* print(student)
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* patronus = input("Patronus: ")
* **return** **Student**(name, house, patronus)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how def \_\_str\_\_(self) provides a means by which a student is returned when called. Therefore, you can now, as the programmer, print an object, its attributes, or almost anything you desire related to that object.

* \_\_str\_\_ is a built-in method that comes with Python classes. It just so happens that we can create our own methods for a class as well! Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house, patronus=None):
* **if** **not** name:
* **raise** **ValueError**("Missing name")
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* **if** patronus **and** patronus **not** **in** ["Stag", "Otter", "Jack Russell terrier"]:
* **raise** **ValueError**("Invalid patronus")
* self.name = name
* self.house = house
* self.patronus = patronus
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* **def** charm(self):
* match self.patronus:
* case "Stag":
* **return** "![🐴](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAwFBMVEVHcEzBaU/BaU/BaU/BaU8pLzPAaU+9cFjDblTBaU/BaU/EcFbZnoLBaU8pLzPYnIApLzMpLzPBaU/FclfBaU/ZnoLZnoIpLzMpLzMpLzPXmHzBaU8pLzPXmn4pLzPYnIF8VUnXmn6bW0jBaU+5ZUzZnoJmIRMpLzOIU0WyXkadTDczMzXHdFpdQj1GOjhxKRp1TEFsSD+aWkdPPjqTRDClXkqnVD08Njd/UEODOCbWlXnOhmrTkHTKfGHDbFLEcFUEowUTAAAAI3RSTlMAn4Bwv8HfEDDvryC/QEVAg6LPUGCf32DqMGCPcIUg76fPvwX3OHUAAAKuSURBVHherdfpUtswFIZheYlXAtlaoECh/eQt+x7W9v7vqnUUT8fIx1bkvn8zeeZIljIxq68buOy/dAejFTAKPAHZgNcGMuF7BeRbLaAhAOsEAXbI2O11r98R9XqXl8qSf/q+jf0e8J+Sz3X6999VIAN5pnuHcTwGsEoquuk3T9bFMecnsDhKSwFIVq9pLgfr2SFJ5sA2XmQAZglRp36s0emLHPs4XnCATxItqp+IUiCO4y2ANKHr3FLOfXJqA7yIkbBcLmebA0H1qh33Jina5WvL97to/TyrWmU1dF0wszUHFnH8glK7lWTV7dBhyZGXLQRUKt2oQDkzSVGUbTPIrTeN0O1fZ8XRWDppgC6TyRoq8Vk9dD3PIEUPRUNPHMrtDjQ0jF5/QTk+pyD3MYrecI5EQA/R336fK8mOF+V94ExJhi6O0BvOkiYydBVpQNhN5IG0IKTEQNQe0REDReIg8edlCrWIgd5xLL/fKyhFDDQVW5jk6UBXUWmr19qQGOjfVZtrLU0c6tL94KvNMzSgL1qPXobCYoN0kgd6RVvILZ58W+hBWpge5D62WBjweaBpe+irWFhr6FtxpDUrD/QB7UoDvUO/0kBT6EcMpA39UNwhx6+HxA8amjONeuhC9QwNvVroSvVy+IwN6qAL1b8NFmMWCYmBXqdoLmCMeRQkftDeVO6G7YrXHQoKp1OoZLJjBgmZUMkImWhEQg74eMxRk2OMXFYUUpBXvP9UFnS7HivnEJCFLBbvP3L+kMkZBGRgm0NbyA1CVpFFQDbGBGS4rKouBYml7WWHERHQHfKRXiTHZlSDamgIgGeS47gkFFRDzEdVHiMzzznZFoGQu02sOWA1hRTk+cQGURGQLPkeq82hIOaVPho0OMwmIeaaKPJNl2lCgrICH/ADK2c0oD+14/RfJwa5JQAAAABJRU5ErkJggg==)"
* case "Otter":
* **return** "![🦦](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAwFBMVEVHcEytlYitlYinjoGnjoGnjoGnjoGijoOnjoGnjoGnjoGnjoGnjoHKuKxpdn+xmo7KuKynjoFndX+njoF/c3BtcnhndX/KuKyEZllndX+MiIaCf4C4rKR4gIfHtanFsqanjoHKuKy4opZndX+EZlmznI+8p5vHtKiKbWCQdGfCsKSrk4ahh3qJjI6Uem6NcGOljH+dhHfBrqG2qaKZfnE0ODuqoJlIR0iilo52gIaXko+EdG1pYV1RUVEpLzN4amRFCOfSAAAAIHRSTlMAUEDfn++/EIDPYK9wkUggvzDrj59wz99gIN+/r7/P3zwTengAAAOLSURBVHjatZjZcuIwEEUNxtgQAoGQPTPTkm28sO975v//aloyQZIrWLHJnKo88KBT3VftJsb4f9gmVH5E1AAA51pJy6lawChfpWlX4RMzMdnNIh4HZO4N++HRdR/yZ1wFlbeOizRze2pw4rBe78HvDdHSRU1hz/4DoQQ9w3cjP6KvAxNtVugh818d97FwziP0LOdb9AxdpJPv3kHQP6yPOywoRs/2tflSsDH4u8R6yM4dzllztNbONc+S5wM5kvlwHmyHhMwAGoUSmn5wVgSJacBE9PfdbSlvZ/uPhA1BKMyYyCfI0/eePYtLDqP+Uhb5iQgoYdzqNXbjc3zwLyHGkz3oB1gVMuOmO1snMoGxxvPrpKLlPiCxD9BjVSE+SUw6EZxFx9WRifaAcA/p88niHn13lc+clztCVptNHLDDNODtcciJ1nduf0I389VuThjno31FpA+8bLIgVlvX3fEB4s2IgnxyovesNQHw/bPlFfmnGw/6IqwET7sv74Htn3h+CiaQPRALkdfVmd7QQ4boouze5YCwT0kUVTRD2WEelFE82BP1KBGRwPPGUM0czAe38873RjCbBTzXs2ciRJSJoJZlenS7xi93SxBFw0FzwpSLoJrRGfva6bivdIZQvw8KlCTMQs8bAXI5p6brGgbKTEgh338QeZ43AMb95Yya2F7npQxf48fYLvOEkFDXzhP14SsGEWrOBYF+Adt/CIUTfV8KaxDKHp5TNneYKTvv92IWC4Uz09FiAgLNPBm3RKUHF6llmkokhV/U9ERU4kFBU5mkiIqa0imNQ7jMjebiJHqeN80w3WfNkjAlz8UIFBYgU/reDMzYQC9AIVLGyWplmVq3lCB0yud5AgpjtcKqkcmzdyZ9a6E30Dcn6J4047RngDtAqdE0NKZoPB6PBpBmhPYIBPqdcvP1QknqlGuqfftfb8FkxDWh2l0rn2kRoQCJJihchFLTDUNnqqTKkW9xIcbLMbSoJpgy0TktS4j0NFJRh9KjV2tYYpK0lCy1vVB6Ym5sxxLrW0cdUqZQ/gaw60692IslmqYZs5gn8UGkPGh5qKZMUklWO//rpcCsqWu7uKlxo6zt4q/gpjzzjnFF4o48FeUrfl6wbGlSTTufqWypy6xdKxQTYksRO8rnkpGTkqmOtCM6zUs96aci3mLE55y0G45TktrNcXO6PZOnJP1CNn6CMqpaxk/xD21aLLfEpPRxAAAAAElFTkSuQmCC)"
* case "Jack Russell terrier":
* **return** "![🐶](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAvVBMVEVHcEz0x7XdLkTdLkTVmX3iq5JmIRPxwK7msZpmIRNmIRNmIRNmIRNmIRP0x7XZnoL0x7VmIRPdLkRmIRPZnoJmIRPNkXbZnoLmsZrZnoLdLkTruqXdLkRmIRO2eGBmIRPqv6z0x7XdLUS+GTHotJ1ZU1LKIzmSfnbIOkpoX1zmp5fVsKGojoTghoTPT1rZnoJKFw65fWVmIROsbFZxLh+cX0qOTDnEiG45Dwk/PT0pLzOBPi2ie2lVHBHcooayZMeTAAAAIXRSTlMA1+8g+jWv/RZrv4MQNLq/lJ+nUNvXk1xoozqAYO/PIPylqJQcAAADEklEQVR4XuyUzY7bIBSFWVioxlgjK8O0s3D9CBfwfzIz7/9YDSEt9oHINKsu+i2v0CefYy7s7/lPd6q4EFYJXkoUyJIL1QrBq1MHAjzYKBtoq72nam1ANaVMW7pSWaT58f5KN17evjcWUWWXtMRMtGFCT+yquU1xmWnHfLEpeM3ulEnNYCjCDElVeY+16VAvi76nKihBMeE5R+vjbXMtVz7d5/T0gN591Kc7t01369mCaLl6ZnrIPPw5FuiwIe1EGlvGzv0paMklw2xQD1Jo74FsKgx8ej3TAUb7JgPqKrJ7lsXQIcY1tCMW6ZEyGHUkkjAZKIshEtW4F5TDF25LzdhTIkIR+xdF6lkR3iOBb1kO+MoJ9xLvRyNlMe5FVfys9V7wsZ7P6wcFYNbj0xZdJOM95xvBhDOD1+hKuxv5zV+9aA0amBU7T8scTWJDznfIgzPckYY5TtB1hgjbPjGG2UyuyEAyRwXJDkWYrWIeGeru80V9qFoy/KSJ8kU04QeFNbkUqV/9aFZcfq9HQHLXz5i+fI9no+uJS7al/mlS63A0M281A17pKd4ZQs/xgp5vFPOrdLrpURgEAjA83ZXAqTbGqKsewNJvdc964P//rG1Z0aFjpQnvcQ5PZqiaVkuuHnGpW0Oh9RhiRNFckbgmVgAyWk2EqTCEGUrNhgw6qquaoq+pOnSg+QCJt44s7s8K+Vb68PnRPtUdVaGdpj8/LNH7BCGlp3+QG3eYQnUY6hTKHbclkPAXoitV7z7dQgBpiV/IuMUK5xRu7r3SAWhiYSGFIPTdCulDyjprATTYOshLNoPTWAdnD2MAk5IinW+3M50ih8b6d3IHaPJHcTNj/qEfAdOxjXxAdDs3s5Dc+QwtU7YPkC2DUMI7w8Y5nQkIlqlxdU1GGYQTyci55Pll5CQCZsS45/Ayz8vRiMGsWIKdOu+rsZQwmJk4cOe0vWOl9ikfBMxP7NJUqTS7DkhZDtQ1GybpDjPzs87pZCWIyTp9ZSx0QkVBXy/nKwpavaBVFLR/Qd8Q1dE5R4hsb69b7UPAH/27ZWbxtV8bAAAAAElFTkSuQmCC)"
* case \_:
* **return** "![🪄](data:image/png;base64,iVBORw0KGgoAAAANSUhEUgAAAEgAAABICAMAAABiM0N1AAAAmVBMVEVHcEz/rDP/rDP/rDP/rDP/rDP/rDPh6O3/rDP/rDP/rDP/rDP/rDMpLzP/rDP/rDP/rDP/rDPh6O3h6O3h6O3p7vL1+Prx9Pf1+Prj6e47QkZzeX1scnf/rDP1+Prh6O0pLzNmdX/i6e6/xcra3+Pp7vLx9fhbaHFASVBudHmAiI01Oz9vfYdLVVtkcHjAxsstMzicpq2TnKOTGYPJAAAAHXRSTlMAYDCP7xDfn58gcICvn1DPv0AQj7/Pz48Qv5+fr/POROcAAAG4SURBVHhe7dbpiqQwFIbhmE2jtktbvc58WlW9zL7e/8VNsCsc6JIEPDIwQ7//feCEE6L4axm3jVMBnYkBw93NrUjn4MsiTn58Hq/Tkqjga+POOF5dJiELH1zceZrylNNjTiWcaZeCCszZZef+x8mZhoTTaLxUmQXn4uf3x9lJTCaVBlU0586Hw9fHpJO1eJWuzGvncPj2kHKwUHHmfNx/eYjPVWOpc2e/vxfRSizULjgXIp4pcJaVS04yV1pQ0EqKiBNPqsB0jRDrHTpzbVgObUHBdHx6hnqWQ7fW8h0h4VMcJ9QB2jEcKitjjuoyAlJFHAdYpkNX0vEcWtiS59Ca1TyHXj3dMx1ZaLxkK8dwHChYxlwyCqUdqukQKiTD8Tk1M5lZORdl4OsEwwm1ACqOE4ZRAPr1jtHh6wYAY64MqAOJepVDJ2PC62dWO66Er5bMeyprnGobjiMUQtAch/4GgYq3hybr4LOl4++zBeAE3xEV0DIcygElx6H6jOdQ/4rz5rw57zdy8uPvjZzn8ddGzjh+3sh5mj4xneHkTNM7weouOLngdUMOr9trcpjSFTm8LvPdIP67/gDge33Na7roiQAAAABJRU5ErkJggg==)"
* **def** main():
* student = get\_student()
* print("Expecto Patronum!")
* print(student.charm())
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* patronus = input("Patronus: ") **or** None
* **return** **Student**(name, house, patronus)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how we define our own method charm. Unlike dictionaries, classes can have built-in functions called methods. In this case, we define our charm method where specific cases have specific results. Further, notice that Python has the ability to utilize emojis directly in our code.

* Before moving forward, let us remove our patronus code. Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* **if** **not** name:
* **raise** **ValueError**("Invalid name")
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* self.name = name
* self.house = house
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* **def** main():
* student = get\_student()
* student.house = "Number Four, Privet Drive"
* print(student)
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** **Student**(name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how we have only two methods: \_\_init\_\_ and \_\_str\_\_.

[**Decorators**](https://cs50.harvard.edu/python/2022/notes/8/#decorators)

* Properties can be utilized to harden our code. In Python, we define properties using function “decorators”, which begin with @. Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* **if** **not** name:
* **raise** **ValueError**("Invalid name")
* self.name = name
* self.house = house
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* *# Getter for house*
* @property
* **def** house(self):
* **return** self.\_house
* *# Setter for house*
* @house.setter
* **def** house(self, house):
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* self.\_house = house
* **def** main():
* student = get\_student()
* print(student)
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** **Student**(name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how we’ve written @property above a function called house. Doing so defines house as a property of our class. With house as a property, we gain the ability to define how some attribute of our class, \_house, should be set and retrieved（取回）. Indeed, we can now define a function called a “setter”, via @house.setter, which will be called whenever the house property is set—for example, with student.house = "Gryffindor". Here, we’ve made our setter validate values of house for us. Notice how we raise a ValueError if the value of house is not any of the Harry Potter houses, otherwise, we’ll use house to update the value of \_house. Why \_house and not house? house is a property of our class, with functions via which a user attempts to set our class attribute. \_house is that class attribute itself. The leading underscore, \_, indicates to users they need not (and indeed, shouldn’t!) modify this value directly. \_house should *only* be set through the house setter. Notice how the house property simply returns that value of \_house, our class attribute that has presumably been validated using our house setter. When a user calls student.house, they’re getting the value of \_house through our house “getter”.

* In addition to the name of the house, we can protect the name of our student as well. Modify your code as follows:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* self.name = name
* self.house = house
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* *# Getter for name*
* @property
* **def** name(self):
* **return** self.\_name
* *# Setter for name*
* @name.setter
* **def** name(self, name):
* **if** **not** name:
* **raise** **ValueError**("Invalid name")
* self.\_name = name
* @property
* **def** house(self):
* **return** self.\_house
* @house.setter
* **def** house(self, house):
* **if** house **not** **in** ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]:
* **raise** **ValueError**("Invalid house")
* self.\_house = house
* **def** main():
* student = get\_student()
* print(student)
* **def** get\_student():
* name = input("Name: ")
* house = input("House: ")
* **return** **Student**(name, house)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice how, much like the previous code, we provide a getter and setter for the name.

* You can learn more in Python’s documentation of [methods](https://docs.python.org/3/tutorial/classes.html).

[**Connecting to Previous Work in this Course**](https://cs50.harvard.edu/python/2022/notes/8/#connecting-to-previous-work-in-this-course)

* While not explicitly stated in past portions of this course, you have been using classes and objects the whole way through.
* If you dig into the documentation of int, you’ll see that it is a class with a constructor. It’s a blueprint for creating objects of type int. You can learn more in Python’s documentation of [int](https://docs.python.org/3/library/functions.html#int).
* Strings too are also a class. If you have used str.lower(), you were using a method that came within the str class. You can learn more in Python’s documentation of [str](https://docs.python.org/3/library/stdtypes.html#str).
* list is also a class. Looking at that documentation for list, you can see the methods that are contained therein, like list.append(). You can learn more in Python’s documentation of [list](https://docs.python.org/3/library/stdtypes.html#list).
* dict is also a class within Python. You can learn more in Python’s documentation of [dict](https://docs.python.org/3/library/stdtypes.html#dict).
* To see how you have been using classes all along, go to your console（控制台） and type code type.py and then code as follows:
* print(type(50))

Notice how by executing this code, it will display that the class of 50 is int.

* We can also apply this to str as follows:
* print(type("hello, world"))

Notice how executing this code will indicate this is of the class str.

* We can also apply this to list as follows:
* print(type([]))

Notice how executing this code will indicate this is of the class list.

* We can also apply this to a list using the name of Python’s built-in list class as follows:
* print(type(list()))

Notice how executing this code will indicate this is of the class list.

* We can also apply this to dict as follows:
* print(type({}))

Notice how executing this code will indicate this is of the class dict.

* We can also apply this to a dict using the name of Python’s built in dict class as follows:
* print(type(dict()))

Notice how executing this code will indicate this is of the class dict.

[**Class Methods**](https://cs50.harvard.edu/python/2022/notes/8/#class-methods)

* Sometimes, we want to add functionality to a class itself, not to instances of that class.
* @classmethod is a function that we can use to add functionality to a class as a whole.
* Here’s an example of *not* using a class method. In your terminal window, type code hat.py and code as follows:
* **import** random
* **class** **Hat**:
* **def** \_\_init\_\_(self):
* self.houses = ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]
* **def** sort(self, name):
* print(name, "is in", random.choice(self.houses))
* hat = **Hat**()
* hat.sort("Harry")

Notice how when we pass the name of the student to the sorting hat, it will tell us what house is assigned to the student. Notice that hat = Hat() instantiates a hat. The sort functionality is always handled by the *instance* of the class Hat. By executing hat.sort("Harry"), we pass the name of the student to the sort method of the particular instance of Hat, which we’ve called hat.

* We may want, though, to run the sort function without creating a particular instance of the sorting hat (there’s only one, after all!). We can modify our code as follows:
* **import** random
* **class** **Hat**:
* houses = ["Gryffindor", "Hufflepuff", "Ravenclaw", "Slytherin"]
* @classmethod
* **def** sort(cls, name):
* print(name, "is in", random.choice(cls.houses))
* Hat.sort("Harry")

Notice how the \_\_init\_\_ method is removed because we don’t need to instantiate a hat anywhere in our code. self, therefore, is no longer relevant and is removed. We specify this sort as a @classmethod, replacing self with cls. Finally, notice how Hat is capitalized by convention near the end of this code, because this is the name of our class.

* Returning back to students.py we can modify our code as follows, addressing some missed opportunities related to @classmethods:
* **class** **Student**:
* **def** \_\_init\_\_(self, name, house):
* self.name = name
* self.house = house
* **def** \_\_str\_\_(self):
* **return** f"**{**self.name**}** from **{**self.house**}**"
* @classmethod
* **def** get(cls):
* name = input("Name: ")
* house = input("House: ")
* **return** cls(name, house)
* **def** main():
* student = Student.get()
* print(student)
* **if** \_\_name\_\_ == "\_\_main\_\_":
* main()

Notice that get\_student is removed and a @classmethod called get is created. This method can now be called without having to create a student first.

[**Static Methods**](https://cs50.harvard.edu/python/2022/notes/8/#static-methods)

* It turns out that besides @classmethods, which are distinct from instance methods, there are other types of methods as well.
* Using @staticmethod may be something you might wish to explore. While not covered explicitly in this course, you are welcome to go and learn more about static methods and their distinction from class methods.

[**Inheritance**](https://cs50.harvard.edu/python/2022/notes/8/#inheritance)**（继承）**

* Inheritance is, perhaps, the most powerful feature of object-oriented programming.
* It just so happens that you can create a class that “inherits” methods, variables, and attributes from another class.
* In the terminal, execute code wizard.py. Code as follows:
* **class** **Wizard**:
* **def** \_\_init\_\_(self, name):
* **if** **not** name:
* **raise** **ValueError**("Missing name")
* self.name = name
* ...
* **class** **Student**(Wizard):
* **def** \_\_init\_\_(self, name, house):
* super().\_\_init\_\_(name)
* self.house = house
* ...
* **class** **Professor**(Wizard):
* **def** \_\_init\_\_(self, name, subject):
* super().\_\_init\_\_(name)
* self.subject = subject
* ...
* wizard = **Wizard**("Albus")
* student = **Student**("Harry", "Gryffindor")
* professor = **Professor**("Severus", "Defense Against the Dark Arts")
* ...

Notice that there is a class above called Wizard and a class called Student. Further, notice that there is a class called Professor. Both students and professors have names. Also, both students and professors are wizards. Therefore, both Student and Professor inherit the characteristics of Wizard. Within the “child” class Student, Student can inherit from the “parent” or “super” class Wizard as the line super().\_\_init\_\_(name) runs the init method of Wizard. Finally, notice that the last lines of this code create a wizard called Albus, a student called Harry, and so on.

[**Inheritance and Exceptions**](https://cs50.harvard.edu/python/2022/notes/8/#inheritance-and-exceptions)

* While we have just introduced inheritance, we have been using this all along during our use of exceptions.
* It just so happens that exceptions come in a heirarchy, where there are children, parent, and grandparent classes. These are illustrated below:
* BaseException
* +-- KeyboardInterrupt
* +-- Exception
* +-- ArithmeticError
* | +-- ZeroDivisionError
* +-- AssertionError
* +-- AttributeError
* +-- EOFError
* +-- ImportError
* | +-- ModuleNotFoundError
* +-- LookupError
* | +-- KeyError
* +-- NameError
* +-- SyntaxError
* | +-- IndentationError
* +-- ValueError
* ...
* You can learn more in Python’s documentation of [exceptions](https://docs.python.org/3/library/exceptions.html).

[**Operator Overloading**](https://cs50.harvard.edu/python/2022/notes/8/#operator-overloading)

* Some operators such as + and - can be “overloaded” such that they can have more abilities beyond simple arithmetic.
* In your terminal window, type code vault.py. Then, code as follows:
* **class** **Vault**:
* **def** \_\_init\_\_(self, galleons=0, sickles=0, knuts=0):
* self.galleons = galleons
* self.sickles = sickles
* self.knuts = knuts
* **def** \_\_str\_\_(self):
* **return** f"**{**self.galleons**}** Galleons, **{**self.sickles**}** Sickles, **{**self.knuts**}** Knuts"
* **def** \_\_add\_\_(self, other):
* galleons = self.galleons + other.galleons
* sickles = self.sickles + other.sickles
* knuts = self.knuts + other.knuts
* **return** **Vault**(galleons, sickles, knuts)
* potter = **Vault**(100, 50, 25)
* print(potter)
* weasley = **Vault**(25, 50, 100)
* print(weasley)
* total = potter + weasley
* print(total)

Notice how the \_\_str\_\_ method returns a formatted string. Further, notice how the \_\_add\_\_ method allows for the addition of the values of two vaults. self is what is on the left of the + operand. other is what is right of the +.

* You can learn more in Python’s documentation of [operator overloading](https://docs.python.org/3/reference/datamodel.html#special-method-names).

[**Summing Up**](https://cs50.harvard.edu/python/2022/notes/8/#summing-up)

Now, you’ve learned a whole new level of capability through object-oriented programming.

* Object-oriented programming
* Classes
* raise
* Class Methods
* Static Methods
* Inheritance
* Operator Overloading